**Database Architecture: & configuration**

**Learning Outcomes :** At the end of this section the student will be able to

* Describe and explain selected concepts relating to the architecture and configuration of a multi user database system.
* Describe how CPU scheduling and memory allocation are linked.
* Explain the fundamental techniques used to implement SQL Joins efficiently.
* Explain how/why different DBMS have different approaches to the physical implementation of logical tables.
* Explain why SQL Dialects and portability are related in DBMS.
* Explain the difference between Embedded SQL and Embedded DBMS?
* Describe the following terms/concepts applied to database systems:

load balancing; relation between fault tolerance and multi-threaded systems; an n-tier system; load balance and multi-threaded systems; how multi-threaded systems relate to ‘good’ database configuration; database memory management.

* Eexplain the following concepts/terms compiler, open source, modular design, transactions, B-tree Index, Query execution plan, Client Server, Embedded, Scalability, Connectivity, Localization, Database Tools

We will first examine a list of features from a popular database system, and then select aspects that are relevant for this module for more detailed examination.

**The Main Features of MySQL (Version 4)**

Internals and Portability:

* Written in C and C++. Tested with a broad range of different compilers.
* Works on many different platforms.
* Uses GNU Automake, Autoconf, and Libtool for portability.
* The MySQL Server design is multi-layered with independent modules.
* Fully multi-threaded using kernel threads. It can easily use multiple CPUs if they are available.
* Provides transactional and non-transactional storage engines.
* Uses very fast B-tree disk tables (**MyISAM**) with index compression.
* Relatively easy to add other storage engines.
* A very fast thread-based memory allocation system.
* Very fast joins using an optimized one-sweep multi-join.
* In-memory hash tables, which are used as temporary tables.
* SQL functions are implemented using a highly optimized class library and should be as fast as possible. Usually there is no memory allocation at all after query initialization.
* The MySQL code is tested with Purify (a commercial memory leakage detector) as well as with Valgrind, a GPL tool
* The server is available as a separate program for use in a client/server networked environment. It is also available as a library that can be embedded (linked) into standalone applications i.e. used in isolation or in environments where no network is available.

Data Types:

* Many data types: signed/unsigned integers 1, 2, 3, 4, and 8 bytes long, **FLOAT**, **DOUBLE**, **CHAR**, **VARCHAR**, **TEXT**, **BLOB**, **DATE**, **TIME**, **DATETIME**, **TIMESTAMP**, **YEAR**, **SET**, **ENUM**, and OpenGIS spatial types. Fixed-length and variable-length records.

Statements and Functions:

* Full operator and function support in the **SELECT** list and **WHERE** clause of queries. For example:
* mysql> **SELECT CONCAT(first\_name, ' ', last\_name)**
* -> **FROM citizen**
* -> **WHERE income/dependents > 10000 AND age > 30;**
* Support for **LEFT OUTER JOIN** and **RIGHT OUTER JOIN** with both standard SQL and ODBC syntax.
* Support for aliases on tables and columns as required by standard SQL.
* **DELETE**, **INSERT**, **REPLACE**, and **UPDATE** return the number of rows that were changed (affected).
* The MySQL-specific **SHOW** statement can be used to retrieve information about databases, storage engines, tables, and indexes. MySQL 5.0 adds support for the **INFORMATION\_SCHEMA** database, implemented according to standard SQL.
* The **EXPLAIN** statement can be used to determine how the optimizer resolves a query.

Security:

* A privilege and password system that is very flexible and secure, and that allows host-based verification. All password traffic is encrypted when you connect to a server.

Scalability and Limits:

* Handles large databases. We use MySQL Server with databases that contain 50 million records. We also know of users who use MySQL Server with 60,000 tables and about 5,000,000,000 rows.
* Up to 64 indexes per table are allowed. Each index may consist of 1 to 16 columns or parts of columns. The maximum index width is 1000 bytes (767 for **InnoDB**);

Connectivity:

* Clients can connect to MySQL Server using several protocols:
  + Clients can connect using TCP/IP sockets on any platform.
  + On Windows systems clients can connect using named pipes if the server is started with the --enable-named-pipe option. In MySQL 4.1 and higher, Windows servers also support shared-memory connections
  + On Unix systems, clients can connect using Unix domain socket files.
* MySQL client programs can be written in many languages. A client library written in C is available for clients written in C or C++, or for any language that provides C bindings.
* APIs for C, C++, Eiffel, Java, Perl, PHP, Python, Ruby, and Tcl are available, allowing MySQL clients to be written in many languages.
* The Connector/ODBC (MyODBC) interface provides MySQL support for client programs that use ODBC (Open Database Connectivity) connections.
* The Connector/J interface provides MySQL support for Java client programs that use JDBC connections. Clients can be run on Windows or Unix. Connector/J source is available.
* MySQL Connector/NET enables developers to easily create .NET applications that require secure, high-performance data connectivity with MySQL. It implements the required ADO.NET interfaces and integrates into ADO.NET aware tools. Choice of .NET languages. MySQL Connector/NET is a fully managed ADO.NET driver written in 100% pure C#.

Localization:

* The server can provide error messages to clients in many languages.
* Full support for several different character sets, including Unicode, **latin1,** **german**, **big5**, **ujis**, and more. All data is saved in the chosen character set.

Clients and Tools:

* MySQL AB provides several client and utility programs. These include both command-line programs such as **mysqldump** and **mysqladmin**, and graphical programs such as MySQL Administrator and MySQL Query Browser. A **mysqlcheck** client for SQL statements to check, optimize, and repair tables.

Features of a database system explained

**Complier:**

A compiler is a program that typically transforms program source code into some other target language. In most cases, this is to translate high level program code into a lower level code (assembler or machine code) that is executable on a specific system.

**Q. Why would you ever need to compile database code?**

Once you have the DBMS, you’d expect it to come in an executable form only, so how and why would you ever recompile it? The answer to this question is linked to other terms such as ‘open source’, modular, embedded etc. See below.

**Open source** means that the source code of the DBMS itself is available to you. This is generally not the case with proprietary system (where you pay for a licence to use, not edit the program). It means that you can program (or reprogram) aspects of the system to suit your particular installation. We are informed that the source code for MySql is written in C/C++ so once you can program in that language, you can program the DBMS itself ( and recompile it into an executable). See Modular later.

**Data Manipulation:**

Database processing (data manipulation) is be in two forms. Individual operations (e.g. select) or transactions. The standard database language is Structured Query Language (SQL).

**Transaction**: a logical sequence of SQL statements

For a DBMS to manage transactions takes a lot of work. An installation that requires the DBMS to handle transactions must handle multiple users accessing the shared data simultaneously. In addition to ensuring that the shared data is kept consistent while users read and update, the DBMS is also responsible for the recovery of the system if failure occurs in the middle of transactions.

Some databases are basic, and do not handle transactions. MySql is designed to allow you the option of using transactions or not. Because it is modular, you can tailor an installation to suit the specific needs of your organization.

**Database Transactions**

‘Provides transactional and non-transactional storage engines’

A transaction in a database, called a **database transaction**, usually refers to a unit block of operations performed on behalf of a user e.g. a number of updates to a patients record system.

A transaction is the database unit of concurrency (the unit to be protected from others). So we have multiple transactions competing to read and/or modify shared data items. The system must protect the entire transaction not just individual operations inside a transaction. The transaction is the unit of recovery (i.e. it defines what needs to be recovered to bring the DB back to a correct state after a failure. Note transaction management is a major section of this module (recovery, concurrency).

MySQL ‘storage engine’ is a non standard DBMS concept, and has no equivalence in other DBMS.

Time Begin Transaction // to transfer 2000 from one account to another for a customer//

Select \* from Accounts where custNo = C121;

Insert into Debit\_table(CustNo, AccountNo, Debit\_value) values (C121, A1, 2000);

Insert into Credits\_Table(CustNo, AccountNo, Credit\_value) values (C121, A3, 2000);

Commit/End Transaction

Since the transaction is a sequence of related operations, the DBMS must protect or recover the entire transaction.

Note the save/auto save options in MS-Word, which acts to commit a block(group) of modifications. Also the Undo function to reverse an action in case of error. We can think of the Word text .doc file as the database in this example. Undo is an example of recovery back to a correct state.

**Transaction Management**: This term can be used to define the capability of a Database System. Smaller databases are usually designed for a single user and do not implement/cater for transaction management; however large multi-user systems do. Transaction management needs concurrency & recovery sub systems in the DBMS.

Even where a database system allows multiple users, they may not implement full transaction protection for multiple users operating simultaneously

**The concurrency & recovery sections of this module deal with multi-user transaction systems.**

**CPU scheduling & threads**:

Processes are in competition for CPU time slices. In relation to the CPU we should understand that firstly the database system may be in competition with other programs/processes running on the system including the operating system, web servers, name servers etc. Moving from one process to another is called ‘context switching’ as the context that the CPU is working in is changed to another program. This switching is a delay cost, and al processes are treated equally i.e. there is no way to prioritise important processes (a disadvantage).

Multi-threading relates to **CPU scheduling**. A thread is a management unit of work for running on the CPU. Let’s say you have 3 processes running on the computer: an email client, an internet browser and a DBMS. All three have equal importance so they are all scheduled for CPU time equally.

However, what if one of these processes is very important and it has a lot of work to do?

**How can you allocate more CPU time to it?** Threads allow you do just that. The system administrator can configure the system so that the DBMS is allocated more threads than the others e.g. we give 3 threads to the DBMS. **The CPU is then managed by scheduling the threads not the full process**. So the DBMS will get 3 times more CPU than each of the others ( Email, Browser)

DBMS Internet Browser Email

Old Process- 1 1 1 DBMS gets CPU 1 in 3(33%)

With Threads- 3 1 1

DBMS gets CPU 3 in 5(60%)

CPU

When a process/thread is executing, it uses RAM for the data that it is processing. Therefore, we should note, that **threads and memory allocation are linked**. A thread based system is efficient as it conserves global memory for the overall process, as threads are swopped. In other words, the parent process can manage shared memory between its threads. So in general, memory management is better and the context switching for threads are lower cost while maintaining the same parent address space and control. Because of this threads are called ‘light weight’,

Note that in many systems the sharing of session data is desirable for efficient performance ( e.g. data generated during a client connection). Since the parent process controls the address space for all child threads, the database (in this case) can implement the sharing of important data between its child threads easily.

Threads also enable a more **robust system** essential where demands of **high availability** are becoming a standard feature of many business systems. Usually this demand is prompted by web interfaces for transaction systems such as sales, ordering etc. Reliability means that the system is as close to constantly available as is possible. The threads being relatively autonomous makes the system **fault tolerant**. This means that individual threads can fail without affecting the system as a whole. (important for recovery). A multi threaded database server can create and manage many simultaneous client connections, one connection can fail without affecting the others & general DBMS function.

The number of threads may be a configurable parameter, and allocation may be on a module/component basis e.g. the DBA may be responsible for setting the number of threads for the recovery system. <http://dev.mysql.com/doc/refman/5.0/en/connection-threads.html>

**The ability to configure the system with regard to allocation of the number of threads means that e.g. priority can be given to the more important database functions e.g. recovery log manager. Note how MS-Word has the ability to background print (a slow write to an external device), while the user can still use the other normal functions of Word. The DBS recovery log manager is a slow write to a disk. Multi threaded systems allow multi tasking (multi processing) within the one application (the database system in this case).**

**Query Processing and optimization:**

QEP: Query Execution Plan

When an SQL statement is run, the DBMS must decide on a **query execution plan** (QEP) to implement that SQL. The DBMS may run an optimizer program to implement the SQL statement in an efficient way i.e. it develops the QEP.

**Many systems implement a command called ‘Explain’.** [**http://dev.mysql.com/doc/refman/5.0/en/explain.html**](http://dev.mysql.com/doc/refman/5.0/en/explain.html)

The Syntax is: **Explain** ‘SQL query text’ e.g. Explain Select \* from Students

The Explain function takes the query given as parameter and executes it, but returns some of the QEP details for executing that query e.g. info on what access mechanism(s) were used or available.

**Access mechanism**: an access mechanism is the way (mechanism) the DBMS finds (accesses) the records it needs out on the disk. The users interact with the system using SQL, structured query language. The system may use available access mechanisms to create an efficient QEP. An Index is an example of an access mechanism, Hashing (based on the key value) is another (see hash tables later).

**Index**: a type of access mechanism to enable faster searching(access) to the data file on disk.

**B-Tree.**

Instead of a sequential list (array) of record key values 1,2,3,4,6,7 a balanced tree is organized as follows (note:irrespective of the order of the inserts of the key values)

Root: 4 This example just displays the

L R key of the record at each node

1. 6

1 3 5 7

Select \* From Tree Where Search\_Key\_value = 6

Start at Root, compare Search\_key\_value with Tree\_node\_key\_value

If = then record found, else if > go right else if < go left.

This is a **balanced tree** and it gives fast but importantly uniform cost retrieval for any search key.

A balanced Btree is a dynamic file organization. It is a self organizing file organization in that it dynamically reorganizes itself as inserts, deletes occur to maintain the balance. The DBMS does not stop user activity to reorganize. **This is essential in high availability systems.**

**Why is balance important?** A balanced Tree gives **consistent and uniform** performance i.e. gives uniform retrieval for any key value ‘selected’ by the user. This is critical for the query optimizer to produce efficient and repeatable query execution plans. The query processor works by estimating the cost of a query. When estimating, a uniform cost is preferable to an average cost, because an average covers a range of different query costs (i.e the actual cost can vary wildly). Therefore, uniform gives more reliable/accurate estimates of real execution costs.

Compare this to a linear search of a list 1,2,3,4,5,6,7,8 search for 2 is fast but search 6 is slow. (average search time is N/2, half the list, N = number of items(records) in the list).

A Btree can be found in a number of forms. The form depends on what is in the nodes of the tree. We must store any pointer(s) (required for Tree structure), we won’t display these, we’ll just assume they are there. In a Primary Index, we must store the key of the database record. However, what else is stored in each node? i.e. besides the key and the tree pointers themselves.

|  |  |
| --- | --- |
| Key=3 | ????? |

Option: 1. Key, + rest of the data record e.g. name, address, phone etc.

Option: 2. Key + pointer to the data record stored elsewhere on disk (in a different file?)

Option 1 is an Index and a Data file **combined**. This is where the nodes of the tree contain actual data records. This is a **primary indexed sequential file** i.e. the index is a btree and the data file is sequentially ordered dictated by the index elements.

Alternatively, in option 2 a DBMS might split the Index from the Data File. In this form the nodes of the Btree contain pointers into the location of the records in the separate Data file i.e. stored elsewhere on the disk.

Most DBMS also allow independent Btree index files i.e. the data file is not bound to the index. In this way you can have multiple Btree indexes on different attribute(s) or column(s) of the file. Indexes defined on non primary key are called **secondary indexes.**  These are all separate index files to the main data file(table) i.e. option 2 above.

**So, Btrees can be used as an Index or as an Indexed Sequential File Organisation.**

**An Index is an extra cost in space and maintenance**. The Index gives fast lookups for a random search e.g. on the key value; however it is not as fast as a hash (as the index must be read and processed first then the data file is accessed once you know where to look in it). Note: for application with large batch inserts, it may be faster to drop indexes before the batch insert and then reform the index afterwards. Maintenance is work done to change the index based on modifications to the main data file. **This is a critical performance issue as a simple data record delete (or update, insert) may result in major index re-organisation requiring multiple reads/writes which blocks other users.**

In general, Btrees give the best ‘all round’ performance, i.e. it can handle a range of different queries well, even though it may not be optimum for any of these e.g. search on key value, order, range of key

Rather than just having two branches, B+ trees use the same principle as above but have more pointers (or records) per node.

Root

|  |  |  |  |
| --- | --- | --- | --- |
| 566 | 824 |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| 88 | 380 |  |  |

Index nodes

|  |  |  |  |
| --- | --- | --- | --- |
| 621 |  |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| 12 | 67 |  |  |

|  |  |  |  |
| --- | --- | --- | --- |
| 88 | 122 |  |  |

Leaf nodes (data)

**One variation of this type of BTree, is that only the leaf nodes of the tree contain the data records. The Index nodes ‘pack’ more keys per node, so the index section of the Indexed Seq file is smaller (for faster searching).** Notice that you can search the index section of the tree to find individual records, or start at the first leaf and search sequentially across the leaves of the tree (i.e. avoid index) to access just the ordered data in the file. So this is a version of an Indexed Sequential file.

Question? Why is this version of an Indexed Sequential file more efficient?

Answer: **the non key data attributes are the one that take up most space in a record**(e.g. name, address etc). In most searches (retrievals) you need only check the key and decide if you’re interested in the full record? So, for searches that only result in a small number of records to be returned to the user, there is a significant cost in storing all the data values with the key in the Btree nodes. You are better off (more efficient) to only store the key with the pointers required to maintain the Btree structure. **The leaf nodes of the tree store the data record**. This reduces the size of the index section of the file to be small that you can process in Main memory quickly. Once you process this index to find what actual data records you want, then go to the main data and extract the specific records you want. The root node of the tree index (and as many higher level index nodes) should be memory resident to avoid reading the disk for parts of the index. For a standalone pure Index, just replace the data leaf node with pointers to a remote data file.

**Question: Why not generate indexes on every attribute?**

In a book, the index is an integral part of the book. In a Database System, an index is stored in a file. Some DBMS do store the Index with the main data file (i.e. the index uses pages with the file allocated to the table). However, only one index can be integrated (called the Primary Index i.e the index on the primary key). Any other indexes would be stored in a separate file. Indexes should be generated on columns for fast retrieval. We note:

* Indexes take up storage space
* Indexes are used to speed up retrieval (but not guaranteed to do so for all queries)
* The DBMS reading the index then the data file is a cost and may incur Disk Seek costs
* Indexes must be maintained for updates, so an application with frequent updates will incur index maintenance costs (sometimes significant performance cost). See concurrency later.
* Not all columns are searched frequently enough to justify index costs (maintenance and storage)
* Some files/tables are small enough to read into memory; So no need for an index.
* Index management is one of the top performance issues in a DBMS.

Learning objectives: You should be able to

* Explain whether a Btree is an index or a datafile organsiation?
* Explain why Btrees are recommended for high availability applications?
* Describe how Btrees are dynamic (or self organizing) & Explain what is meant by a balanced Btree?
* Explain why Balanced Btree offer good performance?
* Explain what types of applications are Btrees suitable for?
* Compare binary search and balanced BTrees.
* What is the difference between a BTree and a B+Tree?
* Explain how indexes might be managed for large batch inserts/updates?

**Optimising a query**

**‘Very fast joins using an optimized one-sweep multi-join’**

Fast Joins and the notion of one sweep:

We should understand that all non procedural SQL code is transformed into procedural code to execute on the CPU (i.e. the CPU executes instruction at a time in sequence i.e. procedural). If we look at an SQL join of two tables to find the suppliers that currently supply:

Tables: Supplier (Sno, Sname, Address, City etc) and Shipment (Sno, Pno, Date, Qty)

SQL Query: find the name and address of Suppliers London that currently supply

Select sname, address

From Supplier S Join Shipment SPJ On S.Sno = Spj.Sno

Where S.City = ‘London’

**This non-procedural SQL is transformed into procedural code** that needs to perform two major tasks

1. Find rows in Supplier with London in the city field.
2. Join rows in the Supplier file with rows in the Shipment file that have the same Sno value.

A Query processor (optimiser) could perform these two operations in either order, (1-2) or (2-1).

Which is more efficient and why? This is the work of a database optimiser \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Let’s examine the join operation in isolation to understand the processing of the file(s). **Went you process a file from beginning to end, we call it making a pass of the file. A For loop that read a file is a pass of the file.**

|  |  |  |
| --- | --- | --- |
| Sno | Pno | Qty |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

Supplier SPJ

|  |  |  |  |
| --- | --- | --- | --- |
| Sno | Sname | Status | Address |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

|  |
| --- |
|  |

For every row in first table, check

all rows of the other.

Once, the first pass of the second table is performed, you move on to the next row/record/tuple of the first table and repeat, and so on for every row combination. Note: database tables are suitable for 100,000’s of rows, so this is a lot of processing.

Computer programmers in C, C++ or JAVA, may understand that a Join is effectively implemented by using what is called ‘nested loops’; i.e.

For every row in table1 (Supplier) Do

For every row in table 2 (SPJ) Do

If Match on Join Condition (Supplier.Sno = SPJ.Sno)

Join two rows and insert into display table

End

End

A query optimiser can reorganise the SQL code and implement it in different ways.

So let us rewrite the SQL query

Select Sname, Address

From Supplier S

Where Exists or use In

(select Sno

From Shipment Spj

Where Sno = S.Sno)

So, is there any ‘trick’ the DBMS can use to reduce the cost of processing all the rows in both tables?

You should understand that ‘Exists’ only needs to know if a record appears in the nested table. If an index has been created on Sno field in the Shipment table then use it to answer the query, and avoid the Shipment table Disk file I/O altogether. That is, search the index to find if the key of the record exists. If you find it in the index, then you know the full data record also exists in the main data file. You therefore can save on reading (passing) the large data file out on the disk. NB: an index is small as it contains a small number of attributes. Data files are large because they usually contain many large attributes e.g. name, address, comments etc.

This is simplistic just to indicate the point: the optimiser attempts to reduce the number of full ‘sweeps’ or ‘passes’ of the disk file.

Another technique of implementing Joins to save on a full Pass of a file is to use ‘order’ in data.

Note in an unordered list (file) or heap file.

1 ,9, 4, 8, 3, 5

If we search for 3, we may need to process most of the list (file); also, what if the value is not unique? Then we must search all the file to ensure we don’t have this situation.

1 ,9, 4, 8, 3, 5, 3

But if we have the list (file) ordered (as in Indexed Sequential files such as ISAM and Btree), then the search does not need to process the entire list (file)

1, 3, 4, 5, 8 ,9 etc

Search for 3, stop when found. Search for 6? Stop after you find 8, as you now know that the record does not exist in the file (return ‘not found’ message) hence you prevent a full pass/sweep of the file. Here we have used uniqueness and order to limit the search ( i.e. pass/sweep)

**So, in general, query optimisers use any available techniques to avoid full sweeps/passes of a disk file.**

**Query Optimisation: 2** Types of Optimisers: Rule Based V’s Cost Based

Optimisers can be defined as being of two types:

* Rule based optimisers follow a preset optimisation scheme using factors such as: operator precedence (And, Or, Join, etc) and rules for using available access paths to produce a final query e.g. if an index is defined on the attribute specified in the query then the processor must use it; Or, always implement a ‘select of rows’ before a Join of tables.
* Cost based optimiser follow similar rules but may work out a number of different query plans and compare costs of each. This is done in real time ( i.e. at run time)

Note: Oracle gives a choice of rule or cost based therefore this is a configurable parameter.

Note that an available index doesn’t mean efficient execution. A full file scan might be optimal if more than approx 20% is required. **So analysing different paths can be beneficial (cost based). But note extra work by the cost based optimiser (note the benefit if the query is re-executed).**

Recall how a non procedural SQL Select statement is transformed into a procedural sequence of operations to be performed. The optimiser can **manipulate the procedure to obtain different execution orders. This is the basis of query optimisation.**

Note, there may be temporary tables generated during a session (stored in a data cache). Join operations in SQL generate internal temporary tables.

The term **hit rate** refers to the proportion of successful accesses in the total number of accesses on a particular item of storage. It is a critical indicator of performance. Successful access means that the required data was already available in a cache when it was requested. If you store anything in a cache/buffer, to justify its position there it should have a high hit rate. Good hit rates = good performance.

Think about the difference between a DB application in CIT that selects

* where CIT\_No = R0001134 or
* where dept = ‘Computing’ or
* where dept = ‘Business and dept = ‘Engineering’

**Rule V’s Cost based optimisers, Indexing and the role of statistics (extra note)**

Take an SQL statement:

Select \*

From Student

Where Dept = ‘????’

A rule for the optimiser when making the QEP might be:

If an index on Dept column exists then

Use Index.

However, if you force a QEP to use an index and you end up reading a large percentage of the records of the table in from the disk, then the cost of reading both the Index and the data file becomes a performance issue due to excessive disk seeks. Think of a wind screen wiper (back and forth) motion.

You should note that an Indexed Sequential file might be physically stored as a B-Tree where the Index and Data are together i.e. the nodes of the Index contains data records. This is usually an indexed sequential file organisation on the primary key column(s).

However, how about any non-primary key column(s) with Indexes defined? All of these are physical Index files separate to the data file. Hence, the dual disk seeks to both Index and then Data files.

We might refine the rule:

If there is an Index on the attribute then

If the expected no of records for the given value ‘????’ < 20% of entire data file then

Use Index

So in CIT, Where Dept = ‘Business’ might result in a different QEP to Where Dept = ‘Computing’ because the numbers of records for each of the values is different (far more Business than Computing students in CIT). Therefore, it might be worthwhile using the Dept index for Where Dept\_code = ‘Computing’ but not for Where Dept\_code = ‘Business’.

**The problem for rule based systems that they do not reflect the exact cost for the given query at the time of execution**. The cost is based on statistics about the records in the tables.

**The problem for stats is that they are costly to run as they must access and process the entire data file. Stats are therefore updated periodically.** In a dynamic system (lots of updates, inserts and deletes), the stats may be feeding the optimiser ‘bad’ out of date data resulting in poor query performance. For example, what if 1000 new students Computing students are inserted into the file, the stats will not reflect this change until they are run again. (ref import practical lab).

Cost based optimisers do more work at execution time examining the exact cost of the query. This results in a ‘better’ QEP, but you must ask as DBA is it worth the extra cost? We should now realise that a complex query involves a long sequence of sub operations (to be performed procedurally, one after the other).

Cost based optimisers examine the interim results of the QEP. If the projected (estimated costs) are different to the actual costs in real time (at run time), then an alternative execution plan can be made.

Important queries, that are run frequently (e.g. by triggers or embedded in application) should be well optimised.

Ad hoc queries (typed in from a terminal) that may never be run again, may not justify the extra work.

**Other Access mechanisms:**

**Besides Indexes, are there any other forms of access mechanism? Yes, for example, Hashing.**

**‘In-memory hash tables, which are used as temporary tables’**

Hash tables.

In general file theory there is a Hash file (implemented in some DBMS e.g. Ingres). A hash file uses a mathematical function to take a key value and compute a disk address for the corresponding full data record for that key value.

This is a CPU operation (very fast), so it is highly efficient for key lookup applications such as bank ATM. Note, using an index, you must read the index first (cost), then the data file.

However, hashing as a general system can also be used as an in memory data structure process i.e. the hash function generates a value used in some way by the application code. In MySQL, hash tables are used. Tables are usually files (as in disk files), however, not in this case. In MySQL, they have implemented In-memory (RAM) hash tables. This makes them volatile, and therefore only used for temporary storage purposes.

**SQL Dialects, Portability and Migration**

**‘SQL functions are implemented using a highly optimized class library and should be as fast as possible’**

SQL functions: many DBMS implement their own functions (i.e. extra to the standard SQL functions like Max, Min, Avg etc); these are optimised to run on the native DBMS;. So the advantage to the user is user friendly, efficient availability of functions, however the problem is that they may not port to (run on) a different DBMS. **This is an SQL dialect and therefore a code portability issue.**

Although SQL is both an ANSI and an ISO standard, many database products support SQL with proprietary extensions to the standard language i.e. non standard elements to the language. Each vendor e.g. MySQL, Oracle etc therefore are said to use different SQL dialects. This gives rise to a common criticism of SQL: lack of cross-platform portability between vendors.

Portability and data migration are closely related. SQL code that is portable means that it’ll work on any DBMS, so you can port or migrate your programs to a new system without encountering SQL dialect errors.

Programming trade off: writing portable SQL usually means writing SQL programs that adhere to the SQL standard only (i.e. do not use the proprietary extensions). However in many cases these non standard SQL extensions are very useful (e.g. some custom maths or string function) or good for efficiency ( optimised for that DBMS, and hence not using them makes the SQL programming more difficult/inefficient. Hence using non-standard code is a tradeoff between efficiency and portability.

Embedded SQL: Why does it occur? What are the requirements on a system to allow embedded SQL? Aside: what is the difference between embedded SQL and an embedded database?

**Dialects/migration from a configuration/installation perspective:**

DBMS may have a setting that relates to the version of SQL supported. Many older programs have code that does not adhere to significant SQL standard releases. The administrator must liaison/agree with software developers that all programs that interact with the database adhere to a SQL standard before configuring/installing the DBMS.

Migration/import/export will be dealt with in detail in a later section.

**Modular**

**Modular or layered program** refers to the design approach for the software itself. Modular usually is beneficial as it allows a ‘plug n’ play’ approach to the software subsystems of the program. So, in an Open source DBMS, you might be **able to reprogram** the Index subsystem, or the optimiser, or the recovery system etc to suit your requirements; or alternatively you may wish to **remove sections** **to minimise DBMS code** (see Embedded later). If you edit a C++ program, you will need to recompile it and then link it to the other modules of the DBMS. **Modular software design enables customisation, and tailored DBMS installations.**

**The server is available as a separate program for use in a client/server networked environment. It is also available as a library that can be embedded (linked) into standalone applications i.e. used in isolation or in environments where no network is available.**

**Client/Server networked environment V’s Standalone Application with Embedded DBMS**

The server is available as a separate program for use in a client/server networked environment. It is also available as a library that can be embedded (linked) into standalone applications i.e. used in isolation or in environments where no network is available.

Client Server V’s Embedded?

Standard software architecture is client server. So what is meant by Embedded?

**Do not confuse Embedded SQL and embedded DBMS.**

In embedded systems, such as in machine controllers (e.g. cars), there is no network, so no client server. The DBMS becomes a library of data management functions included in the actual code of the application. You cannot ‘see’ the tables on any server; they are hidden ‘in the application’ e.g. Xampp

This relates to open source and modular design, where you can edit the code, remove sections of unwanted code, and recompile for a smaller resource demanding DBMS.

This depends on what application the database is being used for. If the DBMS is on a dedicated ‘backend’ server, then you need a network to allow connection to it from remote ‘client’ programs. This relates to another term called ‘tiered’ systems, e.g. 2 or 3 tier system architecture.

In this system, you’d install the database as a separate system; programmers would then have to connect to that DBMS over the network (note, using services such as sockets or APIs such as ODBC). This type of system typically requires a Database Administrator.

However, what about a dedicated system where no other software is required, just the application code and some database services to store data. In this type of application, a trimmed down version of the database code itself is linked and ‘embedded’ into the application source code. This combined (integrated) piece of software is then sold as a product e.g. an application on a PDA for stock management in a large retail store. Database administrators are not required in this type of system; the
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DBMS is hidden, and the application program has to do all the data management.

alternative description of the 3 tier architecture is

An alternative description of the 3 tier architecture is

Presentation Tier (Client)

The user interface, typically a GUI: responsible for services such as, data input and display e.g. browsing, purchasing, and shopping cart contents. Data input is communicated to the middle layer for processing. In a Web or E-Commerce application, the Presentation Tier is a Web browser, accepting input and displaying static HTML for output display.

Application Tier (Business Logic/Middleware Tier)

The actual processing of the data is controlled here e.g. decisions, complex calculations and sorting etc. Essentially the main processing code for the application. Output formatting may be done here.

Data Tier (Database)

At least one database management system running on at least one server machine. All data management is performed here. Data is ‘served to the middleware for processing as required; or accepted for storage. This tier keeps data independent which enables the advantages of scalability and efficient performance.

Modular software with well defined interfaces have the advantages of ( plug n’ play flexibility, scalability, ease of development/testing etc); Tier architecture (just like modular programming) is intended to allow any of the tiers/modules to be upgraded or replaced independently as requirements or technology change. **An advantage of separation is that each tier can be optimised for its function and operating environment**.

**A three tier architecture is effectively spreading the overall processing load** over 3 machines. Any tier can be expanded but in data intensive applications the data tier is commonly more complex. This an N-tier architecture. Within the data server element of the overall architecture you may for instance be able to run multiple instances of the database on the same machine (or on different machines). Each instance can be configured specifically for the particular data it stores. This is moving into the area of distributed databases (note the terms federated databases, clouds or clustered databases relating to a co-ordinated set of data servers).

In recent years, many companies have opted for scaling by adding many smaller ‘commodity’ servers rather than replacing a central large ‘top of the market’ server. **This is called horizontal scaling versus vertical. You scale out, not up. However, you must take full cost into account e.g. electricity, admin, location.**

Separation of Application and DBMS might also suit depending on the licensing terms & conditions e.g. if software is charged by CPU then one large server with many CPUs is costly

**However, it should be noted that the fastest response and throughput is obtained when a DBMS and application are co-located, thereby removing network issues and protocols (e.g. TCP/IP).**

**How to handle varied configuration demands? Multiple instances.**

Different types of applications require different configurations of the database to run efficiently. Rather than tuning the single database to give acceptable performance to all applications, one solution is to install multiple instances of the DB server, configuring each specifically to suit a limited subset of applications. **Multiple instances are used for load balancing and targeted configuration for optimum performance; Instances can also be used in development and test environments.**

Learning outcomes: Explain Client-Server; N-tier architecture, Adj \* disadvantages, Scale out V scale up (horizontal V’s vertical)

**Database capacity : limits and scalability.**

**2 ways to compare or gauge capabilities and scalability of a database system:**

* + **data capacity - limits on number of records (amount of data), number of tables; number of columns, number and range of access mechanisms e.g. how many indexes.**
  + **Activity : how dynamic is the system** 
    - **How many users can the system handle (in total)?**
    - **How many active users can the system handle (in current sessions)?**
    - **What type of activity is being done: read, write, transactions?**

When you compare database systems, you can look to **whether they are transactional or not**. This is a key indicator of the capabilities of the database. Note, transactions can be a sequence of modifications V’s analysis/read only). Another aspect that indicates the capabilities of the database is **the amount of data it can handle.** This is important as the data always grows over time so an organization must plan for future data requirements.

Scalability refers to how much a database can grow (how much data it can handle). A database is made up of tables, each table has many fields (columns) and each table can store many rows. So the **limits and scalability of a database is usually described by the number of tables it can handle, or the amount of storage the table can take up, or the number of rows etc.**

**Connectivity**:

This refers to how client programs (e.g. written in C++ or Java) can connect and interact with the database system. **Client programs use concepts like sockets, or APIs to connect to a remote server that runs the DBMS**. The database administrator would only be interested in these only from the point of view that they must cater for the needs of the programmers. That is, the DBA needs to know the programmers requirements.

**Localization: support for many languages e.g. for error messages; or support for character sets**. Note, some character sets are bigger/larger than other. Bigger means a larger set of characters (e.g. A-Z, a-z, 1-9, special characters ( !”£$% ) etc. **The more characters needed, the bigger the set and the more storage space required for each character stored in the database records**. If there are millions of records all containing a lot of text then choice of character set might be important from an efficiency point of view. **Having a choice of character sets is advantageous as it adds flexibility and scalability** (it allows an organization to grow but using the same base technology e.g. multinational company using particular database system such as MySql).

**Therefore the choice of character set is a trade off: efficiency V’s flexibility&scalability.**

**Tools:**

A database is used by people e.g. administrators or programmers. Tools provide services to the users to make interaction with the database easier. The more tools the better! Tools include

* SQL program development (i.e. a runtime environment for developing and running SQL code.
* DBMS administration : managing data, users, recovery etc.

**Command Line V’s Graphic User Interface utilities: Advantages/ Disadvantages:**

Adj: User friendly, Powerful: use of drop down menus, icons, window panes gives control over a wide range of DBMS functions. Full screen editing allows faster program development / debugging

Disadj: hidden from native commands, Non transferable skills (from one DBMS to another). SQL direct to system tables is transferable, Resource hungry: graphics

Note: some Database Administrators (DBA) may not allow GUI on the server machine; so you may need to use the command line. Developers/programmers (i.e. not DBA on production server) prefer the GUI

Other tools may include: Modelling ; Data Migration (import/export) etc.

**Memory management:**

Recall two type of memory

1. External: 2nd long term storage, Disk : slow, non volatile, long term storage, I/O bottleneck.
2. Internal : RAM, Main memory, Cache, buffers : fast, volatile, limited capacity

Commonly, memory management refers to internal memory; while management of 2nd storage is referred to as File or Data management.

**External Memory/Storage Management: Disk, Data, File Management.**

Tables in many database systems can have different physical organisations (or implementations) on the disk e.g. Btree (a dynamic auto adjusting index structure effectively load balancing the index across the tree), ISAM (fixed tree structure for static lookup tables) or hash (fast direct lookup using the record key value) and others. In MySql these are called storage engines, but in general they are called file organisations. A database administrator might find it useful to change the file organisation and process the table in a different way i.e re-organise the table and therefore process it using a different internal (sub) program e.g. change from a Btree to a Hash file. Note: Ingres uses a hash table on disk, Mysql uses In Memory hash tables: same theoretical concept, two implementations.

In addition, in large data systems, it is beneficial to separate the data by its function for better management e.g. recovery data, log data, user data etc

**Why & how might we manage a relatively small amount of RAM**?

As we work through this section, you should keep in mind that particular pieces of data are important, e.g. for the recovery system or for concurrency system. The data may be in main memory buffers or memory caches for I/O, for reuse of critical data (i.e. by concurrent users or repeat processing).

Note that optimising use of critical data or maximising sharing of data can result in improved performance and throughput i.e. increased concurrency. e.g. Root node of index.

A given database system may have its own way of dealing with memory (Oracle, Ingres, MySql etc)

Basically we might start by thinking we can have both

* system data and
* application data.

Once we read data into main memory it is available to running processes until it gets swapped out if the memory get full. The unit of disk I/O is a page, and the page replacement algorithm employed by the system may have an effect on performance. Least recently used (LRU) i.e. remove the page(s) that haven’t been accessed in a while, or Least frequently used (LFU) remove page(s) that aren’t used a lot. The DBA should be aware that data in memory is stored in pages; data on disks is stored in files.

Database systems will also categorise data according whether it is

* local per connection/session : NB memory is allocated PER connection
* shared or global, to all connections/sessions

From an administrators point of view it is critical to determine what memory is fixed and preallocated and what memory is dynamic and allocated per session.

It is crucial therefore that the administrator is aware of the number of possible connections (concurrency) and the type of activity generated that requires memory. Note it is memory to be allocated per user/connection multiplied by the number of connections.

Too many connections, each taking up memory, results in the database using up all available memory. Once this happens the swapping algorithm is called excessively resulting in system thrashing, i.e. more cpu time spent executing the page swaps than work for the database. Effectively the database system slows to an unacceptable speed of processing and possibly crashes.

Most databases refer to this memory as internal caches.

We can examine memory/caches in more detail on a functional basis. What types of data do we have by function?

* Catalog cache aka meta data / data dictionary. Data held in RAM for fast, frequent lookup
* Data cache : application data, i.e. rows of table(s) e.g. student data
* Log buffer (or log cache): data for recovery system
* I/O buffer, data temp store in channel to database on disk

**Data Dictionary or Database Catalog**.

The data dictionary is not one thing. It is a collection (set) of database tables that store all the data required by the DBMS to manage the database. There are tables for Users, Connections, Transactions, Databases, Tables, Indexes, etc. This is called **meta data** i.e. it is data that describes other data.

This is where all the information required by the system is stored. Each system component may need to access this Dictionary to function e.g. security needs lists of users, list of database, tables within a database, column definition for each table, indexes and operations allowed by users on data etc Integrity needs data types and constraints e.g. Salary < 100,000. DML processors need info on how tables are physically stored, their structure etc.

Every database program that references a table name requires work in the back ground to check the existence of that table name, and then check the attribute names and data types referenced by the user program e.g Insert into Student (Sno, Sname, DOB) values (‘S22’, ‘J.Murphy’, ‘1/1/76’)

Think about the background work required to handle tables related via a referential integrity rule? (discuss in class)

**Accessing the Dictionary/catalogue is a potential critical point for system efficiency**.

Catalog: some examples of the use of meta data stored in the data dictionary

Security: each user connection is checked initially, but some data must be retained for checking for each individual data access issues during the connection lifetime e.g. note a transaction is a sequence of SQL operations.

Query Parsing: table headers i.e. name, column names, data types. See below.

Query Optimisation: read catalog for what indexes exist, stats on size of tables etc

Query Parsing:

Query text Parse

Select Name, Student\_No check attribute(s):

From Student check table name(s)

Where Dept = ‘Computing’ check attribute and data type compatible

**In the Data cache, we might store the actual data set returned by a query, and or we might store the SQL query itself**. This also is a factor in query optimisation, e.g. If a query is rerun (e.g. by a refresh) or an similar query received, the server will retrieve the results from the query cache rather than parsing and executing the same query again.

Recall the terms B-Tree index, Access mechanism and QEP from earlier.

The system generates a Query Execution Plan, possibly optimised, for every access. The system may store the QEP or the Query text or both. The DBA can view the QEP using a utility(program) called ‘Explain’ implemented in most DBS. Saving the QEP rather than the query text will save on running the optimiser again, however it takes no account of changes in the condition of the database e.g. after deletes, inserts etc.

Please note the following web site: Please note the following web site: <http://www.synametrics.com/SynametricsWebApp/WPTop10Tips.jsp>

Our notes and labs should help explain some (or all) of the issues raised in this article. That is, you should be developing an understanding of how logical table design (normalisation) and SQL have implications for how the DBMS organises the data (physical design).

We can think of this as, Database 3 examines the DBMS administrators perspective of Database 1 and database 2 modules (table design & SQL)

Our notes and labs should help explain some (or all) of the issues raised in this article. That is, you should be developing an understanding of how logical table design (normalisation) and SQL have implications for how the DBMS organises the data (physical design).

Learning outcome: Have you attained the learning outcomes detailed at the start of this section?

Can you

* Discuss the link between memory management and concurrency (multiple users accessing shared data)
* Explain what is meant by load balancing
* Describe the term hit rate and comment on it as a factor in performance.
* Storing Query data (or QEP) may be useful for improved throughput, explain?
* A DBA faced with a choice of optimizer type faces a dilemma, explain?
* Explain how the same query may have different executions (or costs of executing) .
* Explain, using an example, the basis of query optimisation.
* What is meta data, and why is accessing meta data in the data dictionary critical for system performance?
* What is an SQL dialect? Why it is important for issues such as portability and data migration?
* Explain using examples why a DBA must know about software developer (programmer) requirements during install/config.
* Describe an N-tier architecture for a database system? IS this recommended in all cases?
* What is thread and what is its role in making a database robust ( or fault tolerant) (or load balanced)
* In a database there is far more data that can fit in RAM (processing memory); Describe how ‘good’ memory management is essential for efficient DBMS.
* Explain why multiple instances of a database might be used?
* Explain what is the role of the administrator in Data/File Management on 2nd storage devices.
* Why not create indexes on all attributes? Should a QEP always use an index if available?

MySQL Top 10+ SQL Performance Tips

<https://wikis.oracle.com/pages/viewpage.action?pageId=27263381>

<http://ronaldbradford.com/blog/>

<http://www.mysqlperformanceblog.com/2008/11/24/how-percona-does-a-mysql-performance-audit/>

<http://dev.mysql.com/doc/refman/5.0/en/server-system-variables.html>

<http://dev.mysql.com/doc/refman/5.0/en/explain.html>

**Appendix:**

**Extra notes (reference only, not for examination):** In a basic multitasking OS, the single CPU must switch its entire context from one program code to another. This gives the illusion of simultaneously running many programs. As there is a cost to perform a context switch, it must be managed efficiently to be of overall benefit to the system.

![http://www.6502.org/users/andre/icapos/mp/threads.gif](data:image/gif;base64,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)

<http://www.6502.org/users/andre/icapos/mp.html>

<http://en.wikipedia.org/wiki/Context_switch>

In computing, multitasking is a method where multiple tasks, also known as processes, are performed during the same period of time. The tasks share common processing resources, such as a CPU and main memory. In the case of a computer with a single CPU, only one task is said to be running at any point in time, meaning that the CPU is actively executing instructions for that task. Multitasking solves the problem by scheduling which task may be the one running at any given time, and when another waiting task gets a turn. The act of reassigning a CPU from one task to another one is called a context switch. When context switches occur frequently enough the illusion of parallelism is achieved. Even on computers with more than one CPU (called multiprocessor machines), multitasking allows many more tasks to be run than there are CPUs.

As multitasking greatly improved the throughput of computers, programmers started to implement applications as sets of cooperating processes (e. g., one process gathering input data, one process processing input data, one process writing out results on disk). This, however, required some tools to allow processes to efficiently exchange data.
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Swapping context in/out to disk would be slow to the point of useless. Threads manage Main Memory.

Threads were born from the idea that the most efficient way for cooperating processes to exchange data would be to share their entire memory space. Thus, threads are basically processes that run in the same *(main process)* memory context. Threads are described as lightweight because switching between threads does not involve changing the *(full)* memory context. (my italics: BT)

Note: different tasks are running different program instructions (and registry values etc), so to swap the CPU still requires some context change to move from one task to another.

**WEDNESDAY, JUNE 23, 2010** [**http://troelsarvin.blogspot.ie/**](http://troelsarvin.blogspot.ie/)

[Separation or co-location of database and application](http://troelsarvin.blogspot.ie/2010/06/separation-or-co-location-of-database.html)

In a classical three-tier architecture (database, application-server, client), a choice will always have to be made: Should the database and the application-server reside on separate servers, or co-located on a shared server?  
  
Often, I see recommendations for separation, with vague claims about performance improvements. But I assert that the main argument for separation is bureaucratic (license-related), and that separation may well hurt performance. Sure, if you separate the application and the database on separate servers, you gain an easy scale-out effect, but you also end up with a less efficient communication path.  
  
If a database and an application is running on the same operating system instance, you may use very efficient communication channels. With DB2, for example, you may use shared-memory based inter-process communication (IPC) when the application and the database are co-located. If they are on separate servers, TCP must be used. TCP is a nice protocol, offering reliable delivery, congestion control, etc, but it also entails several protocol layers, each contributing overhead.  
  
But let's try to quantify the difference, focusing as closely on the query round-trips as possible.  
  
I wrote a little Java program, *[LatencyTester](http://troels.arvin.dk/db/db2/code/LatencyTester/LatencyTester.java.html)*, which I used to measure differences between a number of database<>application setups. Java was chosen because it's a compiled, statically typed language; that way, the test-program should have as little internal execution overhead as possible. This can be important: I have sometimes written database benchmark programs in Python (which is a much nicer programming experience), but as Python can be rather inefficient, I ended up benchmarking Python, instead of the database.  
  
The program connects to a DB2 database in one of two ways:

* If you specify a servername and a username, it will communicate using "[DRDA](http://www.opengroup.org/dbiop/)" over TCP
* If you leave out servername and username it will use a local, shared memory based channel.

After connecting to the database, the program issues 10000 queries which shouldn't result in I/Os, because no data in the database system is referenced. The timer starts after connection setup, just before the first query; it stops immediately after the last query.  
  
The application issues statements like VALUES(*...*) where *...* is a value set by the application. Note the lack of a SELECT and a FROM in the statement. When invoking the program, you must choose between *short* or *long* statements. If you choose *short*, statements like this will be issued:

VALUES(*?* + 1)

where *?* is a randomly chosen host variable.  
If you choose *long*,  statements like

VALUES('*lksjflkvjw...pvoiwepwvk*')

will be issued, where *lksjflkvjw...pvoiwepwvk* is a 2000-character pseudo-randomly composed string.  
In other words: The program may run in a mode where very short or very long units are sent back and forth between the application and the database. The short queries are effectively measuring latency, while the long queries may be viewed as measuring throughput.  
  
I used the program to benchmark four different setups:

* Application and database on the same server, using a local connection
* Application and database on the same server, using a TCP connection
* Application on a virtual server hosted by the same server as the database, using TCP
* Application and database on different physical servers, but on the same local area network (LAN), using TCP

The results are displayed in the following graph:
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Clearly, the the highest number of queries per second is seen when the database and the application are co-located. This is especially true for the short queries: Here, more than four times as many queries may be executed per second when co-locating on the same server, compared to separating over a LAN. When using TCP on the same server, short-query round-trips run at around half the speed.  
  
The results need to be put in perspective, though: While there are clear differences, the absolute numbers may not matter much in the Real World. The average query-time for short local queries were 0.1ms, compared to 0.8ms for short queries over the LAN. Let's assume that we are dealing with a web application where each page-view results in ten short queries. In this case, the round-trip overhead for a location connection is 10x0.1ms=1ms, whereas round-trip overhead for the LAN-connected setup is 10x0.8ms=8ms. Other factors (like query disk-I/O, and browser-to-server roundtrips) will most likely dominate, and the user will hardly notice a difference.  
  
Even though queries over a LAN will normally not be noticeably slower, LANs may sometimes exhibit congestion. And all else being equal, the more servers and the more equipment being involved, the more things can go wrong.  
  
Having established that application/database server-separation will not improve query performance (neither latency, nor throughput), what other factors are involved in the decision between co-location and separation?

* Software licensing terms may make it cheaper to put the database on its own, dedicated hardware: The less CPUs beneath on the database system, the less licensing costs. The same goes for the application server: If it is priced per CPU, it may be very expensive to pay for CPUs which are primarily used for other parts of the solution.
* Organizational aspects may dictate that the the DBA and the application server administrator each have their "own boxes". Or conversely, the organization may put an effort into operating as few servers as possible to keep administration work down.
* The optimal operating system for the database may not be the optimal operating system for the application server.
* The database server may need to run on hardware with special, high-performance storage system attachments. - While the application server (which probably doesn't perform much disk I/O) may be better off running in a virtual server, taking advantage of the flexible administration advantages of virtualization.
* Buying one very powerful piece of server hardware is sometimes more expensive than buying two servers which add up to the same horsepower. But it may also be the other way around, especially if cooling, electricity, service agreements, and rack space is taken into account.
* Handling authentication and group memberships may be easier when there is only one server. E.g., DB2 and PostgreSQL allows the operating system to handle authentication if an application connects locally, meaning that no authentication configuration needs to be set up in the application. (Don't you just hate it when passwords sneak into the version control system?)
* A mis-behaving (e.g. memory leaking) application may disturb the database if the two are running on the same system. Operating systems generally provide mechanisms for resource-constraining processes, but that can often be tricky to setup.

Summarized:

|  |  |
| --- | --- |
| **Pro** separation | **Con** separation |
| Misbehaving application will not be able to disturb the database as much. | Slightly higher latency. |
| May provide for more tailored installations (the database gets its perfect environment, and so does the application). | Less predictable connections on shared networks. |
| If the application server is split into two servers in combination with a load balancing system, each application server may be patched individually without affecting the database server, and with little of no visible down-time for the users. | More hardware/software/systems to maintain, monitor, backup, and document. |
| May save large amounts of money if the database and/or the application is CPU-licensed. | Potentially more base software licensing fees (operating systems, supporting software). |
| Potentially cheaper to buy two modest servers than to buy one top-of-the-market server. | Potentially more expensive to buy two servers if cooling and electricity is taken into account. |
| Allows for advanced scale-out/application-clustering scenarios. | Prevents easy packaging of a complete database+application product, such as a turn-key solution in a single VMWare or Amazon EC2 image. |
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